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Abstract

Load balancing is a technique used in computer and communication systems that consists of dis-
tributing the processing load of a specific service between multiple servers. This technique is
particularly appropriate to improve throughput and latency performance for web services, where
multiple servers respond to the requests of millions of users.

Load balancing is performed through a device, hardware or software, called Load Balancer
which is located between the outside world and the server pool. Its purpose is to accept all the
destined requests for the unique IP address of the service and redirect them to one of the servers.

In this work, we implemented and investigated a software Load Balancer based on FastClick
and DPDK. Load Balancers with different stateful methods have been implemented in a multi-core
environment and compared with a stateless implementation.

The results showed that using a different flow table per-core enables reaching the highest
throughput in a stateful scenario.

Furthermore, a state-of-the-art method for managing flow tables has been studied and imple-
mented. The first results obtained in terms of throughput and RTT seem comparable to the ones
obtained with the methods implemented in DPDK. However, a further analysis is required to obtain
scientifically valid results.

Finally, a digression about Hardware-Based flow classification has also been performed, even if
no clear results have been achieved.
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Chapter 1

Introduction

With the increasing size of Internet traffic, websites and applications need to serve millions of
simultaneous requests, return the correct data and meet expectations on fast services. To keep up
with these requirements, multiple servers are needed. In order to properly divide traffic among all
the servers [1], Load Balancers (LBs) are used. They distribute the load to the available servers and
improve the overall performance [2], [3]. With this specific structure, LBs are critical components
in the network [2]. In fact, since all the traffic going to a datacenter pass through the LB, this can
become the bottleneck of the system, worsening the overall performance.

Typically, LBs are expensive physical machines [4] that have to manage transmitting rates
higher than 100 Gbps for one single IP address [3] and need to avoid adding high delays to the
transmitted packets. This approach has shown many limitations but the ones which concern to
this work are mainly two [2]. First, hardware LBs are very difficult to upgrade, not allowing
future improvements for the implementation of new and better performing load balancing methods.
Secondly, physical load balancing devices are expensive to upgrade and have a slow adaptability
to the network demands. The only way to increase their performance is to deploy more physical
LBs, adding additional costs and disabling a potential fast adaptability of the system. In order to
overcome these limitations, software LBs!' have been developed.

Two types of load balancing algorithms exist: stateless algorithms, also known as static, and
stateful algorithms also referred to as dynamic [1].

1.1 Problem

Load balancers require particular algorithms to sort the traffic: each client-server flow needs to be
managed — and known — by the LB to correctly distribute the traffic to the servers. Current

! After the introduction, this document will only take into consideration software LBs.
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techniques are based on stateless and stateful models. As it is discussed in detail in 2.1.1, stateless
LBs use hash indexing on the source to direct the connection to a specific server, but no state is
saved. Since stateless LBs use hashing algorithms to keep the micro-flow (the client-server relation),
they do not balance the system load effectively because the servers are randomly chosen through
the hashes.

Stateful LBs (discussed in 2.1.2) are the ones that, potentially, could achieve higher balancing
performance since they have a better knowledge about the traffic that passes through them. How-
ever, this higher precision comes at the cost of a more important computational load requirement,
which involves lower throughput and latency performance.

The critical factor with LBs is that they need to route the traffic to the servers as fast as
possible. Thus, in order to avoid LB from becoming the bottleneck of the network, the technical
characteristics of the LB needs to be higher than the slowest device in the processing chain. In our
work, we have analysed and improved the performances of the software. However, it is fundamental
to design the hardware architecture in the most optimized way, in order not to lose too much
computing power or too much time while processing the data.

1.2 Purpose

The purpose of this work is to investigate different approaches to implement LBs in software with
the help of FastClick [5] as a prototyping platform. By using this software it is possible to scale
up with multi-core implementation, and to investigate the latest capabilities of high-speed NIC
(Network Interface Controller) for in-hardware flow classification. Based on that investigation, we
intend to provide suggestions about which method to choose for a certain use. Another aim of our
work is the review of state-of-the-art methods to update flow tables and implement the one which
seems to be the best and the most relevant. Our work will be beneficial for the development of
better performing LBs in the future.

1.3 Goals

Our main goal is to understand, implement and analyse different LB methods, and finally to
compare them to understand which ones are better in various contexts and why. This information
will be useful to develop more efficient LBs.

This work can be divided into three high-level tasks, with several minor goals. The first objective
to be achieved was the correct configuration of the testbed for the experiments. This configuration
allowed the implementation of a single-core LB in FastClick. The measuring of throughput and
latency, together with the LB profiling, completed the first goal: the study of a single core LB.
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The second main goal consisted in the implementation of multiple multi-core stateful load
balancing methods. First, by using a global lock around the flow table, we implemented a basic
thread-safe mechanism. Then, the same functionality has been implemented through the use of
thread-safe data-structures and different algorithms. At last, a hardware-based implementation
has been tested in order to exploit the advanced features available in the network cards used.

Finally, to obtain meaningful results, the methods mentioned above have been tested and com-
pared to each other, saving and analysing the obtained results. The last goal has been the analysis
of some methods presented in the literature, assessing their pros and cons. Then, one of these
methods has been implemented, allowing us to compare it with the others.

1.4 Research Methodology

Basic configuration of the machines

Test the configuration Change the configuration

Script to configure them

Profile and measure the performance

Figure 1.1: Learning and development approach

Our approach consisted of five steps as reported in Figure 1.1, we used empirical methods
to obtain quantitative results. After the initial testbed setup, we started with a simple router
implementation in Click to become familiar with the environment. This implementation has been
derived from the one described in [6]. Next, we implemented the basic configuration for the stateful
and stateless LB. Then we used a closed /feedback loop approach to implement, automatize, evaluate
and improve the LB. In this way, we have been able to understand which method performed better
than the others. Moreover, we created scripts to automatically run the tests and generate the
plots of data such as throughput and latency. Our final goal was also to create easily replicable
experiments so that other people simply reusing our code and implementation could obtain the same
result we achieved. To guarantee this, we used Git as a version control system for the code and we
also created and documented scripts to automatically recreate the same environment (testbed) we
used in the tests we conducted. By using this approach, we can state that the internal validity of
our experiments is high because we had control on most of the background variable of our system
(as the number of cores, the frequency, the traffic generated by the system and the bypass of Linux
kernel).
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1.5 Delimitations

This work intends to compare different methods of stateful load balancing, assess the performance
in a multi-core environment, and lastly implement a method to manage the flow table. However, we
neither investigated different software LB implementation nor evaluated performances on different
hardware. Furthermore, we did not assess the performance of FastClick as NAT or router and we
also limited our study to make the LB run only with the DPDK library. Finally, we restricted the
literature review of the flow table implementation methods to a few articles, implementing only the
one that seemed to be the best to us.

1.6 Structure of the report

After having given an overall introduction to the project, we are now going to explain the structure
of the other chapters and, as a consequence, of the entire project.

Chapter 2 provides all the relevant background information to better comprehend the topic, such
as the difference between load balancing methods, what is DPDK [7] and why we used it, together
with a slightly more detailed explanation about what NUMA [8] is. In the end, we explained several
different works related to this topic, giving reasons on why we chose to implement one method with
respect to the others.

Chapter 3 presents the research methods used, explaining our methodology. It also includes the
testbed description and the explanation of the methods adopted for data collection. In particular,
it is possible to find the tools that we used for the analysis of the data we have previously collected.

Chapter 4 regards the implementation part. All the different methods that we used and imple-
mented are explained under a detailed and technical point of view.

Chapter 5 is where all the results have been reported and discussed. This is the section where
it is possible to find the graphs about our work and the comparison between the different methods.

Finally, in Chapter 6 we reported the conclusion, reflections about the project and possible
future works together with investigations which might be pursued.



Chapter 2

Background

To handle millions of simultaneous network requests, many organizations started using a mechanism
called “load balancing” [1, 2, 9].

Load Balancer is an ad-hoc middlebox with the task of “sorting” and distributing the various
requests among a set of servers, trying to balance the load evenly. The sorting is usually performed
by dedicated and very expensive machines [2, 4] but, many are trying to implement it in software to
increase the performance. Hence, common servers can be used and cloud platforms can be exploited
to support and deploy these systems [3].

The main critical task performed by a LB is the classification of the flows, which determines
how a certain traffic is distributed in the server set. This classification can be divided, mostly,
in two categories: stateless and stateful, also known as static and dynamic [10]. Extending the
concept, these are the two types of LBs that are most commonly used.

2.1 Load Balancers

LBs are network devices that distribute the traffic load of a specific service between more servers
[11]. Their task is to spread the incoming traffic among different servers, solving the problem of
associating the clients with the right server. The concept behind the usage of a LB is resource
usage optimization, which entails managing network packets as efficiently as possible. LBs set the
rules on how a client is served by one server rather than another one (see section 2.1.1 and 2.1.2).
By doing so, it is possible to highly increase the overall scalability, the amount of processed traffic,
the reliability of the system, and the resource overload avoidance of the entire architecture. As
previously mentioned, there are two different types of load balancing techniques: stateless and
stateful.
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2.1.1 Stateless Load Balancer

Stateless or static LBs ensure the knowledge about which machine a particular client is talking to.
Stateless LBs always send the request of a particular client to the same machine in a predictable
way. By looking at Figure 2.1, it is possible to better understand the concept: Client A has a
request and sends it to the LB. At this point, the LB picks a server using hash principle: basically,
it takes the 5-tuple(IPs and ports of source and destination and protocol used) of the arriving
packet to select one of the servers. In this way, all the packets from a specific client are always sent
to the same server.

Server 1
Load -+~ -»
Balancer Server 2
\\
\
\
\
Server 3

Figure 2.1: Role of the Load Balancer

However, stateless LBs do not consider the real amount of load that each server has. For
example, we can look at two servers in a pool, where the first one is overloaded and the second one
is free. Now, when a new client sends a request that arrives at the LB, the latter have to compute
the hash of the packets. At this point, if the hash corresponds to the first server (the overloaded),
the packet is transferred to that server, even if there is a server completely free of load. Therefore,
we can state that this is not a good method to perform balancing among the servers.

Another drawback is that the system is not scalable: when the number of servers changes, the
hashing that has been previously done is not valid anymore, breaking active connections.

2.1.2 Stateful Load Balancer

A stateful or dynamic LB allows to keep track of the client session state by saving into a specific
database an entry that is unique for each flow. When a packet arrives to the LB, it checks in the
flow table (the “session state” database) if the client requesting for connection has already been
registered in it or not. If a record is already stored in the flow table, the packet is assigned to the
corresponding server. Otherwise, the packet belongs to a new flow and it is consequently sent to a
server following the rules of the LB. The flow table can be considered as the central and persistent



CHAPTER 2. BACKGROUND 7

“mechanism” which stores all the connections between clients and servers.

Hence, in a stateful LB, it is important to think about how the new connections are managed.
It is necessary to decide how the requests could be distributed among the different servers, trying
to avoid overload and to distribute the traffic as evenly as possible. However, the advantage that is
obtained thanks to the optimization of load balancing involves a limitation in terms of performance.
Stateful LBs are less efficient than stateless as they have more calculations to perform. While
stateless only needs to compute the hash and send the packet accordingly, the stateful must first
calculate the hash, secondly check the presence of the hash in the flow table and finally send
the packet to the correct server. The flow table operations and its update require processing time,
which is translated into higher latency and lower throughput or, in other words, lower performances.
Moreover, a flow-table maintenance algorithm is required in order to remove the “expired” entries
from it. Several algorithms can be used to perform this problem, and, in general, the computational
cost of this operation is not negligible [12].

2.2 Data Plane Development Kit

The Data Plane Development Kit (DPDK) [7] is a set of drivers and libraries that allow to accelerate
packet processing on a wide variety of NICs and CPU architectures. DPDK also provides two
execution models [5, 7]: a pipeline model where one core takes the packets received and delivers
them to another core that will process them, and a run-to-completion model that distributes packets
to the different cores, processing and transmitting them at the same core.

2.3 Non-Uniform Memory Access

NUMA is the acronym for “Non-Uniform Memory Access” [8]. It is a type of memory design used
in multiprocessor systems to achieve higher performances. With NUMA, different processors, in
addition to their local memory and the shared memory, can also share each other’s local memory.
This comes with a cost: a processor can access faster its local memory with respect to the other
processor’s local memory and slower to the shared memory. Both the machines used in this work
have a dual NUMA-node setup. Hence, if particular configurations are used, higher performance
can be obtained with respect to a generic architecture. More details can be found in section 3.3.1.

2.4 Click and FastClick

Click is a modular and flexible software toolkit that can be used to create software routers [6].
However, several other network functions can be implemented through it. The main feature of
Click is its modularity. In detail, each Click module is called “element”, and it is responsible
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for performing a specific task. For example, the module called DecIPTTL decreases the packet
TTL and discards the packet when the time has expired. Several Click elements have already
been implemented to perform the most relevant network functions, but it is also possible to create
new elements to meet specific needs since the project is open source. To design an application
(or, better, a set of network functionalities) using Click, it is necessary to create a configuration
file where all the elements to be used and the interconnections between them are declared and
configured. A detailed view of the structure will be given in chapter 4.

FastClick is based on Click and has added functionalities which allow it to be faster than
Click itself. These functionalities are convenient computation of raw packet batches, multi-queuing
support, and integration with DPDK [7]. In fact, it is exactly the integration with DPDK which
allows the LB not to need system calls after every packet [5] as it skips the kernel network stack.
In other words, it is the software on its own that retrieves the packets from the interfaces and deals
with the delivery of them. This feature enables FastClick to process packets at a very high speed.

2.5 Hashing and collision in hash table

Hashing is a technique to uniquely identify a specific object from a group of similar objects by
assigning a unique key to that particular element. Hashing can be used in applications when there
is a need to store many elements and a linear accessing cost (like the one of an array) is not
admissible. For this reason, special data structures, called hash tables, have been developed. In
the specific case of the stateful LB, the main goal of hash tables is to make searching and insertion
of hashed flow reference as easier and faster as possible. The hash function is used to compute
an index that informs where an entry can be found or inserted. Sometimes it could happen that
pairs of elements are mapped to the same hash value: this is called collision. To avoid collisions
and to keep the data structure organized, hash tables need to implement some algorithm that,
periodically, updates and maintains the table. In this way, a degrading of the performance due to
high occupancy could be avoided.

2.6 Related work

In this section different flow classification methods have been taken into account and divided into
two different groups: B-Tree methods and Hashing methods.

2.6.1 Binary Tree based flow classification methods

Tree-based flow classification methods are based on binary decision tree structures. A binary tree
is a set of nodes connected with each other where a single node is assigned as root and each one
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cannot have more than two “children”.

These methods start with a huge set of rules for flow classification which is then divided, or
cut, into subsection of rules which, in turn, can be further split among the nodes. This means that
given a set of rules, all of them are split in different nodes, but it is not necessary that one rule fully
belonged to one particular node. In fact, it is possible, for a node, to have only a small percentage of
a rule. This is exactly how behaves HiCut [13], one of the flow classification algorithms considered
as one of the state-of-the-art methods.

One of the direct evolution of HiCut is HyperCuts [14]. Despite other tree based methods [15],
HyperCuts has built-in functions which deal with replicated and empty elements, resulting in higher
memory efficiency and lower search time when compared to HiCut. For example, it compacts the
memory allocated for every single node so that there are no more empty spaces: that particular
region will therefore include only the precise amount of memory covered by all the rules of that
particular node. In addition, HyperCuts extends HiCut’s capabilities [14] by allowing multiple
dimension cuts [16] at each node.

BitCuts [17] is another decision tree based algorithm which represents an improvement over
HyperCuts. The depth of the tree produced by bit cuttings is smaller than other tree algorithms,
resulting in an increase of search speed inside the decision tree. This leads to a much lower memory
utilization and access. By using it into a DPDK environment, Liu Zhi et al. managed to double
the throughput when compared with HyperCuts.

The problem with binary tree methods is that each time that a new flow is added, the entire
tree needs to be modified. Considering that LBs receive many new flows [3] and that rebuilding
the entire tree would significantly reduce the performance, these methods are not suitable for our
purpose.

2.6.2 Hash based flow classification method

As previously stated in section 2.5, hashing is a process which generates an output with a fixed
dimension starting from an input having a variable dimension. This can be achieved thanks to the
usage of mathematical formulas also known as hash functions. One of the first methods which used
a hashing algorithm to do the packet classification is Cuckoo hashing [18]. It maps each item to
multiple candidate buckets using hash, then, the single item is stored in one of the buckets. The
insertion of a new item may relocate existing items to their alternate candidate buckets. In order
not to keep the insertion time too high, Cuckoo hash tables should not reach a utilization higher
than 90% [19].

MemC3 [20] is an extension of Cuckoo hashing, which proposes optimistic concurrent Cuckoo
hashing. This improves performance by allowing concurrent access to the hash table by multiple
readers and a single writer, achieving over 90% space utilization. MemC3 employs Memcached
[21] with CLOCK-based cache management [22]. Compared to original Memcached, it reduces the
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space overhead by more than 20 Bytes per entry, improving the system throughput by three times
while storing 30% more objects for small key-value pairs.

CUCKOOSWITCH |[23] further improves the optimistic concurrent Cuckoo hashing method as
proposed by MemC3 by adding x86 memory ordering, dynamic batching and prefetching. These
optimizations improve the performance by approximately 5.6 over the original concurrent Cuckoo
hashing.

Cuckoo++ [24] proposes an improvement of the Cuckoo hash tables by adding a bloom filter
to each bucket. This implementation aims to decrease memory access while maintaining high
performance. Compared to the optimistic approach (e.g. MemC3, CUCKOOSWITCH) and to
DPDK, Cuckoo++ is evaluated to perform better during lookup both in single and multi-core
environment. More details on this method are reported in section 4.2.6

2.6.3 Summary

We proposed a description of different methods which dealt with flow classification. Although, we
chose not to implement HyperCuts or BitCut in Click because they are based on binary trees, which
have a complexity of O(log(n)). Even if hash tables have the worst cost of O(n), their amortized
cost is O(1). Thus, on average, hash tables are more efficient than binary trees. As a consequence,
thanks also to the (theoretically) better performance with respect to the other methods, we decided
to implement Cuckoo++-.



Chapter 3

Measurement technique

The purpose of this chapter is to provide an overview of the research method used in this work.
Section 3.1 describes the research process. Section 3.2 details the research paradigm. Section 3.3
describes the experimental design. Section 3.4 focuses on the data collection techniques used for
this research, while the section 3.5 is about the profiling of our application. Section 3.6 explains the
techniques used to evaluate the reliability and validity of the data collected. Finally, Section 3.7
describes the method used for the data analysis.

3.1 Research Process

Two machines have been used as testbed, one for the traffic generation and the other for the LB
(more details in section 3.3.2). The LB machine was used to forward in a balanced way the traffic
generated (and received) from the other machine. Once the stateless Load Balancer has been
developed, the performance tests of Click with and without DPDK were performed. Both iPerf3
[25] and TRex [26] were used to perform the tests and collect the data to analyse and obtain results.
Afterwards, the stateful LB have developed and its performances have been tested with the same
tools and in the same environment.

Then, the different multi-core techniques have been tested, with the goal of improving the
performances. For this purpose, the main tool that we used has been the profiling, since it allowed
us to know which functions were the ones using the majority of CPU time. After the implementation
of every method or algorithm, the aforementioned tools have been used to see the improvements.

The final part of the research process consisted of a general review and comparison between
the methods implemented by us and other existing methods that are currently used to solve LB
problems.

11
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3.2 Research Paradigm

The paradigm we used to complete this work is interpretative since our final goal is to provide rich
evidence with credible and justifiable accounts (internal validity). Research process and findings
can be easily replicated and results can be made use of by externals in other situations (external
validity) [27].

3.3 Experimental design

3.3.1 Testbed

Before talking about the setup and the test environment, we have to introduce two terms that
are widely used in the next sections to simplify the explanations. Since one server acts both as
the source and destination of the traffic, it can be logically divided into two sub-machines called
“generator” and “sink” respectively. The generator acts as a client of a real-world scenario, while
the sink side acts as the server pool of it. This division has been obtained through Linux network
namespace [28], and it is necessary to avoid loopback traffic between the server and client processes
of the test software.

The testbed is composed of two almost identical server machines whose hardware is described
in section 3.5.2. For the purposes of this work, one server (server-2) acts as a Load Balancer, while
the other (server-1) generates and receives the traffic that travels across it, with the aforementioned
sink and generator concept.

This type of setup is common when evaluating middleboxes, with a machine acting as a traffic
generator and the other as a “DUT” (Device Under Testing). From the LB (server-2) perspective,
the traffic generator (server-1) acts both as the “World” and as the “Server Farm”. The “World”
side (towards the generator) can be considered as the interface where all the external traffic arrives,
while the “Server Farm” side (towards the sink) is the place where the traffic must be directed.
Figure 3.1 give better understanding about the testbed setup.

3.3.2 Hardware and Software used

The hardware used for the testbed and the experiments is composed by two Dell servers run-
ning Ubuntu 18.04.3 LTS. Both servers are equipped with a dual socket configuration hosting
two Intel(R) Xeon(R) CPU E5-2667 v3 @3.20GHz with 8 cores and 16 threads achieved through
hyper-threading [29].

Each CPUs has 8 DIMMs, each one having 16 GBs memory size, for a total of 128 Gigabytes
of DDR4 memory running at the frequency of 2133 MHz and working in quad channel mode.
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Server 1 Server 2

Generator
Load Balancer

10.100.0.100 » 10.100.0.1
10.200.0.1
Sink
10.200.0.100
10.200.0.108

Figure 3.1: Testbed configuration

The network cards are two 100 Gb/s Mellanox Technologies MT27700 Family, model ConnectX-
4 [30] on server-1 and one MT27800 Family, model ConnectX-5 [31] on server-2.

For what regards to the software part, we used FastClick in the LB, an improved version of Click
that has additional functionalities such as FlowIPLoadBalancer (block structure and description
are described in section 4.2). As stated in section 3.1, iPerf3 and TRex have been used to perform
the measurements.

3.4 Data Collection

When evaluating the performances of a middlebox, like a LB, the most common technique is to
use a traffic generator. This generates some dummy (but realistic) traffic on one of its interfaces,
while it receives the traffic on the other one after going through the DUT, the LB in our case.

Initially, we used iPerf3 to test the performances, as described in section 3.3.1. To use this
software, the network stack of the server has been split in two network namespaces [28] to avoid
loopback traffic. Later, TRex has been used, as explained in section 3.3.2.
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3.4.1 iPerf3 and the first round of tests

We started by testing the performance of the testbed and our configurations using iPerf3. iPerf3
is an open-source utility that generates one or more TCP/UDP flows. It allows very simple tests
like throughput and latency tests between two hosts, with one host running it within client mode
and the other one in server mode. However, one of its major limits is its intrinsic single thread
structure, which limits the performance when dealing with high speeds. Furthermore, since we
were also interested in managing a large number of connections, the structure of iPerf3 limited
even more the results that we could have obtained.

To facilitate the tests, we developed some scripts that, through ssh, automatically started our
Click application and iPerf3. Then, the JSON file output from the iPerf3 is analysed and, with the
help of Python’s MatPlotLib, the results are plotted.

We tried to run several iPerf3 instances together, in order to saturate the link or to put Click
at its limits, but we did not manage to find a real bottleneck in the system. Several configurations
have been tried, for example:

e 1,4, 8, 16 iPerf3 instances with 1, 5, 10, 20 parallel streams for each instance
e different core bindings (with taskset, to take advantage of NUMA)

e different directions of flow (swap server/client instances)

The main issue that we found was the CPU load on the server-side of the test: since the CPU
usage from these threads were always at 100%, we can not say if the performance was limited by
the traffic generator setup (iPerf3) or from our Click configuration.

We have to admit that this was a productive failure, clearly showing that we can not use this
setup to measure the performances of Click, and for the previously discussed reasons, we switched
to TRex.

3.4.2 TRex

TRex is an open-source traffic generator software developed by Cisco, which can exploit the system
features in a better way than iPerf3.

Apart from allowing massive traffic generation with a reasonable CPU usage and the creation of
several different flows, TRex is able to use all the cores available on the server where it is running.
Moreover, thanks to the DPDK native support, it can bypass the Linux Kernel network stack and
achieve higher performances.
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Due to the dual interfaces architecture installed on the server dedicated to traffic generation, a
special configuration can be used to get the best performances. In particular, the client and server
threads are bound to some specific CPU cores and, thanks to the NUMA architecture, this allowed
us to avoid bus and memory limitations.

TRex can work in Stateless, Stateful and Advance Stateful mode. The difference between the
last two modes is not clearly stated in the documentation, although, after some tests, we have seen
that TRex in Stateless mode works correctly with our configuration and it can be used to stress
the LB.

Thanks to this finding, we started testing the implementation of the LB through TRex in
Stateless mode.

The tests have been performed with an automated script that used the Stateful client API of
TRex to run a Stateless profile. In other words, the Stateful mode of TRex was used (to take
advantage of the more extended APIs offered by it) with a Stateless test profile (to expoit the
easier configuration and setup of it). Then,the results were collected and saved to the disk.

The tests have been run for 60 seconds each time, saving the throughput and latency data every
second. TRex reported results have been saved every second, excluding the initial and final portion.
In this way, we excluded the “adapt” phase of both TRex and Click, and the tail of the test, where
TRex starts to kill the connections. These results are saved in a JSON format for future analysis.
Sometimes, instabilities in the results have been noticed. In such situations, several more testing
iterations have been performed in order to “amortize” the instabilities.

3.4.3 TRex result analysis

The results obtained in the above-mentioned method have been analysed through some Python
scripts. These scripts are based on Pandas and Matplotlib to simplify the management of the
data. To optimize the processing time that, due to the large amount of data saved, could become
particularly long, the Pandas DataFrame were pre-computed and saved to disk (thanks to the
Pickle library). In this way, the scripts did not need to reload the data from the JSON files every
time the plots needed to be generated but could load the “cached” DataFrame.

To avoid the limits of the GitHub instance at KTH, the results have not been directly up-
loaded to the git repository but, rather, we uploaded only a tar.gz archive of the Pickle “cached”
DataFrame. This allowed us to compress more than 1GB of raw data in some MB.

We can summarize the data processing chain as:
Individual JSON files (5.6GB) — data.pickle (2.3GB) — data.pickle.tar.gz (7.9MB)

We tried to re-use as much code as possible: the goal was to have few functions in a library that
generated all the plots and, as a consequence, by editing such functions we could easily change the
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aspect of all the plots, obtaining the maximum graphical consistency between all of them.

This strategy of files and functions organization allowed us to recreate all the plots starting
from the results that we saved in the git repository, without copying different JSON files across
different systems and without editing all the different plotting scripts but only the library.

In order to produce statistically-valid plots, we developed some functions that summarized and
collected the data from several runs of click before plotting them. This allowed us to plot error
bars and give an indication of how “stable” (or unstable) are the collected values.

3.4.4 Hacking TRex

While working with TRex, we faced the limits of its implementation of latency measurement. In
particular, Trex measures the latency by a separate thread on different flows from the ones used
for the “data” benchmark.

To calculate the latency, the latency packets are classified in some “buckets”: all the packets are
classified according to their latency and counters about the latency are kept inside these buckets.
However, to optimize the memory usage, the buckets are built on a logarithmic scale: starting with
a resolution of 10 ps, the bucket “size” is increased by a factor of 10 after every 10 buckets.

For example, these are the first buckets used in TRex (values in ps):

i0, 20, 30, ..., 80, 90, 100, 200, 300, ..., 800, 900, 1000, 2000, 3000,

To solve this problem, we have slightly modified the TRex source code making it save the latency
data in 10 ps “buckets”, linearly. In this way, we had more information about the latency of all
the packets and, more importantly, we could calculate a distribution function for the latency with
a constant resolution.

Another change involved the JSON encoding. Instead of using a list of dictionaries, we used a
simple array that, thanks to the fewer characters needed for each entry, resulted in smaller files.

For clarity, below we reported the old and new format of saving:

[{"key":10, "val":100}, {"key":20, "val":30}, {"key": 30, "val":19}]

Listing 3.1: Original TRex format

[100,30,19]

Listing 3.2: New saving format
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This modification was particularly relevant due to the large amount of data that we needed to
save every second: to avoid data loss, we saved the value of all the buckets up to 500 ms, resulting
in 50000 values to be saved.

These modifications have been committed in a forked repository on github.com [32]. Several
optimizations could be done in this field (like cutting away all the empty “buckets” after a series
of empty buckets) or compressing the saved data. Future work could be done in this area and
contribution to the original project could (and should) be submitted.

3.5 Profiling

A fundamental part in the evaluation of the performance of the LB is profiling.

Profiling consists of characterizing which functions are called at runtime, and which ones are
the ones that occupy the CPU for the longest time. By obtaining this data, we can understand
where the performances are lost and, then, we can think about how to improve and optimize the
system.

To perform profiling, we used a Linux tool called perf [33]. Perf is capable to provide statistical
profiling of the whole system but, in our case, we limited the monitoring only to the Click process.
In particular, we ran the tests injecting packets in the system from the generator with TRex,
we executed our Click LB application and after five seconds we started perf. The five seconds of
waiting time before starting the profiling were needed to avoid recording possible initial performance
instabilities.

The duration of the monitoring phase with perf lasted thirty seconds, at the end of which an
output file with all the measurements were generated.

3.6 Assessing the reliability and validity of the data collected

The data collected are provided directly by the program responsible for the traffic generation,
TRex, and perf. To guarantee valid and reliable data, we performed the tests multiple times, and
then averaged all the results to obtain the final graphs and statistics. The high reliability and
validity of the data is also secured by the high construct validity of the experiments. We ran the
experiments managing all the possible variables and keeping them constant (e.g. CPU frequency,
TRex traffic profile, Click configuration).
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3.7 Planned Data Analysis

As also stated in the methodology section 1.4, several tests have been done for every different
configuration. Our main features of interest during the acquisition of data were two: measurements,
represented by throughput and latency (RTT and tail latency), and profiling, represented by the
percentage of time that the CPU spends in each task. As a consequence, all the results that we
obtained are quantitative results.

For what concerns the measurements, TRex allowed us to save the results in JSON format,
then the results showed in the next chapters are plots which highlight the behavior of the LB using
different numbers of cores in the computation.

For the profiling, screenshots have been taken to show the tasks in which the CPU spent the
large majority of time. The reason for this choice is reported in the techniques that we used.

3.7.1 Data Analysis Technique

Plots are an essential part in our data analysis. We captured data from TRex in a standard JSON
format, then we plotted the results according to our needs by a Python script.

For what regards perf, the software provides outputs in a particular format that, due to the
“density” of the data collected, resulted in very big files (when using the record mode). Moreover,
these files needed to be analysed on the same machine where the results have been collected to take
advantage of the debug symbols (using the report mode). In order to reduce the amount of data
collected and to speed-up the analysis of them, we decided not to save the results but, rather, to
analyse them directly during run-time (via the top mode). The results here reported have been
created by simply screen-shooting the output of perf. This is probably not the most efficient way,
but we can consider it a good trade-off between precision of the results and time needed to produce
them.



Chapter 4

Setup and Implementation

In this chapter, it is possible to find an explanation and description of our testbed setup and also
the implementation of various LB scaling methods. In section 4.1 there are explained the steps to
achieve the right setup of the testbed to be used for the LB implementations. Then, in section
4.2.1 there is a description of Click and FastClick elements that we use to build our LB. Continuing
from section 4.2.2 to 4.2.6 we go into details of the implementation of the methods to scale the LB
flow table using multiple cores, which is the core of this project.

4.1 Testbed setup

In order to perform our experiments, a setup of the machines was needed. Here, we have reported
the main steps that we went through:

1. Configuration of IPs and simple ping tests. After this step both the machines had
correct IPs which allowed them to have future connections and communications between
each other.

2. Configuration of network namespaces, routing rules and standard kernel-level
routing. As a result, both the “target” machines (sink and generator, as explained in [28])
were able to connect to each other using the IPs from the previous point. In this step, server-2
worked as a level 3 router.

3. Replacement of Linux kernel router functionalities with FastClick. The first FastClick
implementations consisted of a basic router that replaced the kernel routing functionality of
server-2. We first implemented it on top of the Linux network stack; then, we moved to
DPDK, which allowed higher performances.

19
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In particular, the point 3 can be seen as the first implementation step, since we created the
Click configuration of a router, that is explained in detail in the next section and in Figure 4.1.

4.2 Implementation of the methods

To implement the LB methods, we started from the given Click [6] and FastClick [5] documentations
and, after having deeply studied their behavior, we adapted it to our case. Therefore, based on the
configuration shown in figure 4.1, we obtained a working router configuration. The scope of this
task was mainly to familiarize with FastClick and its architecture.

Once we achieved the basic configuration (a router with and without DPDK support), we
tested that the iPerf flow from generator to sink was going through our FastClick environment.
Afterwards, we started the implementation of the stateless and stateful LBs.

Then, our work continued scaling on the multi-core environment of the Stateful LB. For this
task, we modified the FastClick code of the FlowIPManager element in different ways as it is
explained in section 4.2.2 and 4.2.4, and also changed the configuration of the FlowIPManagerMP
as reported in 4.2.3.

In addition to this, in section 4.2.5 we also analysed the differences in terms of performance
that occur when the computational part of the flow classification is moved from the CPU to the
NIC.

The last part of our project consisted of the implementation of one new method to manage the
flow table. This was selected after a literature review and then implemented. The chosen method
is Cuckoo++ [24] and it is described in section 4.2.6.

4.2.1 Elements description

Click and FastClick provides several elements already implemented to perform network functions,
such as network traffic classification, errors management, traffic routing, etc. The majority of these
elements can be customized by changing the parameters in the configuration files. In this work,
we also modified some existing FastClick elements and also coded new ones in order to achieve our
goals.

In this section all the elements used in the configurations we created, both for a router and for
the LB, are discussed and explained. Figure 4.1 and 4.2 provide understanding about how they are
connected to each other.
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4.2.1.1 Common elements

In the list below, the main common elements for both the router and LB implementations on
FastClick are reported. A full description of all the elements can be found on the project Wiki [34].

Classifier
checks packet data according to a set of classifiers, one classifier per output port, then the
packet is sent to the output port that matched.

ARPResponder
responds to ARP queries for IP addresses with the static Ethernet address.

ARPQuerier
encapsulates TP packets in Ethernet headers using ARP and asks for MAC addresses through
the ARP protocol.

Strip
strips off first n bytes of each packet, where n is a parameter given in the configuration file.

CheckIPHeader
discards packets with invalid IP length, source address, or checksum fields.

GetIPAddress

copies the destination field from the IP header to the annotation.

DropBroadcasts
discards packets that arrived as link-level broadcasts.

IPGWOptions
processes IP Record Route and Timestamp options. Packets with invalid options go to second
output.

DecIPTTL
decides if a packet’s time-to-live (TTL) has expired. If it is, sends the packet on its second
output. If the packet is still alive, decrements the TTL, updates the checksum.

IPFragmenter
fragments packets that larger than the configured Maximum Transmission Unit (MTU). Then
sends the fragmented packets and packets smaller than MTU to first output, and sends the
large packet with do not fragment flag to the second output.

ICMPError
encapsulates IP packets in ICMP error packets, sets Fix IP Source annotation.

The main difference between the router running without the DPDK support and the router running
with DPDK is in the elements to receive and send the packets through the NIC. The router without
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DPDK has the initial and last elements called FromDevice and ToDevice, whereas in the router
with DPDK, those elements are FromDPDKDevice and ToDPDK Device respectively. The FromDe-
vice/ToDevice element acts as a sniffer by default, while FromDPDKDevice/ToDPDK Device sets
all received /sent packets to DPDK mode, being processed only once by skipping the kernel.

4.2.1.2 Router only elements
The below elements are used only in the router configuration:

Paint
marks a packet with an integer “color”. This can be used to “recognize” a packet later in the
process chain.

LookupIPRouteMP
decides the exit port of a packet by looking at its annotation. This is performed by using a
static routing table.

CheckPaint
emits every packet that matches the “paint” on its first output, while dropping all the others
(or sending them to the second output, if it is connected).

4.2.1.3 LB only elements

In our work, we implemented LB only with DPDK support, so FromDPDK Device and ToDPD-
KDevice elements have always been used to retrieve and send the packets. In addition, since the
LB does not need to perform routing, the LookupIPRouteMP element is not needed. Furthermore,
as it can be seen in figure 4.2, Paint, CheckPaint and LookupIPRouteMP are removed and the
following elements are added:

IPLoadBalancer
uses 5-tuples (IPs, ports and protocol) to hash the packets and selects one of the servers from
the hashed value obtained. A list of the server pool IP needs to be specified as parameters
in order to correctly send the packet to their destination.

IPLoadBalancerReverse
sends the received packets from the different servers (sink) back to the generator. It needs the
information of the IPLoadBalancer. Basically, it changes the destination IP of the packets to
the LB’s Virtual IP.

There is a major difference between stateless and stateful configurations: the stateful LB in-
cludes some additional elements described below:
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FlowIPManager
this element is responsible for managing the flow table; it is the place where the micro-flow
state is stored. This element checks if a packet belongs to flow, and if it is the case of a new
flow, it will add an entry to the flow table.

FlowIPLoadBalancer
on the basis of the decisions performed by the FlowIPManager, the destination server IP is
set as the destination of the packet.

FlowIPLoadBalancerReverse
this element has the task of rewriting the packet header by changing the source. In fact, to
be received correctly by the client, the packet must have the address of the LB as its source.
For this reason in the return route there is no need of the FlowIPManager’s table.

Figure 4.1 represents the diagram block of a router implemented in Click. To be more precise,
it is the configuration proposed in [6].

Figure 4.2 shows our implementation of the stateful load balancer in FastClick.

The only difference between stateless and stateful LB in FastClick is that the former uses only
IPLoadbalancer (and IPLoadbalancerReverse) without any element that manages and keeps the flow
state, while the stateful LB uses FlowIPLoadbalancer (and FlowIPLoadbalancerReverse) combined
with FlowIPManager that handle the flow table.

4.2.2 Global locked flow table

As soon as we realized that the bottleneck of our system was the LB, our task was to scale up
the flow table using multiple cores to improve performance. Using FastClick, through the option
“SCALE parallel” in the FromDPDK Device element, it automatically scaled across cores specified
when the program was launched.

The problem that occurred when scaling multi-core was similar to the one of concurrent pro-
gramming: if a resource is shared among the processes, it must be ensured that only one process
is accessing it at a specific moment or, in a less restrictive way, that all the data remain consistent
for all the processes. Specifically, in our case the shared resource is the flow table element.

To solve this problem, different methods have been used, starting from the creation of a global
locked flow table. Basically, to protect the table, we implemented a mechanism that blocks the
access to all the threads with exception to the first that required the access. After every operation,
the table is unlocked and another thread can have access to it. This mechanism is usually called
Spinlock and it is a form of busy waiting. A more detailed description of it can be found in [35].

In FastClick, as already mentioned, the flow table is managed by the FlowIPManager element.
To implement the lock we created a new element, FlowIPManagerSpinlock, which uses the Spin-
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Figure 4.1: Click router configuration [6]
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Figure 4.2: Stateful LB simplified configuration

lock class, already defined in Click. The lock is managed through the methods acquire() and
release() of the SpinLock class.

In other words, the FlowIPManagerSpinlock is simply a FlowIPManager where there is a
name-of-spinlock.acquire() instruction just before any operation on the flow table and a
name-of-spinlock.release() instruction just after it. To use this element, a simple replacement
of the FlowIPManager declaration with FlowIPManagerSpinLock was required.

As we were expecting and as reported in section 5.2.3, the performance with the Spinlock
implementation are not good enough. This is due to the fact that many threads are in the waiting
queue to access the flow table.

4.2.3 DPDK’s Cuckoo hash table

DPDK uses bucketed hash table and the Cuckoo algorithm to avoid collision [7]. When performing
the lookups, DPDK does it in batches following a pessimistic approach—prefetching both the
primary and secondary buckets.

The FlowIPManager element relies on DPDK Cuckoo hash table [18] to map each input packet
to the flow which it belongs to. Hence, all the choices taken by the LB can be done coherently
for all the flows. In other words, this assures us that the packets of any given flows are always
delivered to the same server. This element checks if a packet belongs to a flow and, in the case of
a new flow, it adds an entry to the hash table. The Cuckoo hashing minimizes the collisions of the
keys with respect to other simpler data structures.

The DPDK library already implements mechanisms to access the flow table in a thread-safe
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manner. This mechanisms are controlled from some flags which determine the mode of operation
of the hash table. Different flags (or different combinations of them) express different modes of
operation. A list of the available flags is accessible in [36].

The flags are managed as binary masks. Encoded into an integer number, the various flags have
the following values:

NAME OF THE FLAG VALUE | ABBREVIATION
RTE_HASH_EXTRA_FLAGS_TRANS_MEM_SUPPORT 1 TR
RTE_HASH_EXTRA_FLAGS_MULTI_.WRITER_ADD 2 MW
RTE_HASH EXTRA _FLAGS_RW_CONCURRENCY 4 RWC
RTE_HASH EXTRA FLAGS_EXT_TABLE 8 -
RTE_HASH EXTRA _FLAGS_NO_FREE_ON_DEL 16 -
RTE_HASH EXTRA _FLAGS_RW_CONCURRENCY_LF 32 LF

Table 4.1: DPDK Cuckoo flags

As it is easy to understand, each flag has exactly one bit set. Consequently, by adding the
decimal values or by doing a bitwise OR between the different flags we can combine them together.
From this point, to simplify the reading of this document, we refer to the flags combination with
their abbreviated representation. For example, we refer to the flag
RTE_HASH EXTRA_FLAGS_MULTI_.WRITER_ADD as MW, following the nomenclature in Tab
4.1, while we use the StF MW when we are referring to the actual implementation of a stateful
method with the MW flag.

FastClick already implements an element called FlowIPManagerMP, that accesses the table
safely by setting the flags MW and RWC. In our work, we changed the combination of flags to un-
derstand the impact on the performances and the possible limitations. The flags that, from our
tests, can have an impact on the performances are: MW, RWC and LF. The flag TR also impacts
the performance in a negative way: since the machine used as LB does not support Transactional
Memory, using TR flag in the DPDK’s flow table implementation degrades the performances.

To perform the tests easier, we extended the FlowIPManagerMP element by allowing the user to
set the flag value from the configuration file. This element can take both the decimal value or a list
of all the flags to be set, for the maximum flexibility. Initially, we tested all the flags combination.
After a brief analysis of the results obtained from the first tests, we selected combinations of flags
that make more sense and tested them more into details. Results and discussion are reported in
section 5.2.4 and section 5.5.

4.2.4 Per Core Duplication

We already discussed about the multi-core implementation of the FlowIPManager and the problem
related to it in section 4.2.2. As we saw, having a unique flow table traversed by many threads
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yields to a degradation on the performances.

To improve the performance in a multi-core environment, one possible solution is the creation
of different flow table, one for each core (or, better, thread) used by the application. In this way,
every process can read and write on his own flow table avoiding the concurrency problem.

This mechanism does not cause micro-flow coherence issues, since all the packets sent by the
same client are always processed by the same CPU core, thanks to the RSS (Receive Side Scaling)
feature of our NICs [37]. To be more specific, with RSS the NIC computes a hash for all incoming
packets and, based on it, selects the CPU core that has to take care of each packet.

To implement the concept discussed above, we create a new FastClick module called FlowlIP-
ManagerMP. This element is responsible for initializing the flow tables and also for matching the
thread with its own flow table during the processing of the packets.

As we reported in section 5.5, the performances are better than a Spinlock-protected flow table
and, thus, this strategy could be effectively used in a multi-core environment.

4.2.5 Hardware-based classification

Until now, the LB application was in charged of hashing the packets and deciding which server was
going to handle them.

Since the NICs used in our testbed have a built-in flow table, we wanted to exploit this feature
and to delegate the task of keeping the flow track to the NICs, improving the overall performance.
In this way, the LB would have been able focus only on changing the destinations of the packets
and forwarding them.

The idea behind was the following: instead of hashing the packets of each flow that arrives to
the LB, the NIC would have marked each packet of a new flow with the same number, following a
rule that we set. Each time that we mark a packet, the action creates and sets to one two flags:
PKT_RX_FDIR and PKT RX_FDIR_ID. These flags will then be checked afterwards by the LB in order
to do the forwarding.

The implementation was done by changing the source code of the FlowIPManager and adding
the rte_flow API of DPDK. This API allowed us to use the NIC flow table and to use some actions
such as MARK. By using this action, we have been able to set a unique identification number to
each flow in order to distinguish between them.

The new FastClick module is called FlowIPManagerHW and it executes the tasks described.
It uses the NIC flow table, marks packets from new flows and sets the corresponding flags up.
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4.2.5.1 Hardware-only load balancer

Thanks to the APIs provided from the rte_flow library, another approach to the HW based
classification could be taken.

Together with the MARK and FLAG actions, the network cards installed in our LB sup-
port different advanced traffic manipulation techniques. In particular, we were interested to the
SET_IPV4_SRC [38] action, which would have allowed the NICs to change the destination IP of the
packets matching the pattern to an arbitrary one. Obviously, by setting this IP to one of the
servers’ IP, we could perform the same tasks of a Load Balancer directly in the network cards. In
this scenario, the LB functionalities degenerates to the insertion of the rules in the NICs whenever
a new flow is recognized. In all the other cases (i.e. when a packet belonging to a known flow is
received), the LB element simply forward the packet to the subsequent elements.

Thus, the FlowIPManager and the IPLoadBalancer could be replaced by a single block that,
together with the NICs’ rules, fulfils the same duties. The flow table and the FlowControlBlock
data structures are not needed anymore, reducing the complexity of the software.

Another, more advanced setup could be envisioned by exporting all the LB functionalities to
the NICs. The DPDK framework allows the user to configure the NICs to route the traffic between
the different ports and different IPs. These functionalities are controlled both from the rte_flow
library and from the traffic management APIs, with some examples provided in the documentation
[39, 40]. In particular, the PHY PORT, PORT ID actions of rte flow library should allow the
interfaces to move the packets from one port to the other without letting them reaching the software
application. This would be an ideal scenario, where the software (Click) would be needed only to
setup and maintain the rules, leaving all the heavy job to the network hardware, ensuring the
highest throughput and minimum latency possible.

During the last weeks of this work, we tried to implement the first idea, with the LB inserting
the rules to change the destination IPs in the cards. However, we have not been able to obtain
stable results and, thus, we cannot talk about the performances of this method.

Regarding the second, more advanced idea, we only briefly tested it due to the lack of time.
Through the rte_flow APIs and the test console testpmd, we saw that, with the current setup,
the needed instructions were not accepted by the card. From the DPDK documentation[41], these
functionalities should be supported by the cards installed in the testbed machines. Hence, we
believe that an additional software configuration may be needed. This can be a relevant starting
point for some future works.

4.2.6 Cuckoo++

Bucketized Cuckoo hash-tables are heavily used in high-performance hash tables [42, 43, 44]. DPDK
[7] utilizes them since they provide an easy and optimized way to prefetch the accessed memory.
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Cuckoo++ changes the implementation of the Cuckoo hash table by adding a bloom filter to each
bucket. The bloom filter contains the keys that do not figure in the first bucket so that it allows
to determine whether a specific key is in the second bucket or not, without the need of accessing
it. Contrary to the simultaneous prefetching of the primary and secondary buckets in DPDK, only
the primary bucket is prefetched here.

If the key that is searched is not in the primary bucket then it is tested in the bloom filter.
Either there is a negative answer, then there is no need to fetch the secondary bucket as the key is
not there, or the answer is positive and in this case the fetching is done.

A new FastClick element has been created for the implementation of the Cuckoo++ flow
table that replaces the DPDK’s table. By using the header rte_tch hash.h, from the library
Cuckoo++[45], this element allows the selection of the flow table implementation at run time [24].
This can be done by passing a specific parameter (IMPLEMENTATION) to the Click element. In
order to accommodate the new library functionalities, some of the code taken from the original
FlowIPManager element has been modified, removing some functionalities not implemented in the
library.

The final implementation is not multi-thread safe as the classification is performed using a
unique Cuckoo++ hash table shared with the different threads. Hence, if this element is going to
be used in a multi-core/multi-thread environment, a further implementation is needed. The Per
Core Duplication introduced in section 4.2.4 may be a starting point for it.



Chapter 5

Results

In this chapter, after a detailed explanation about how we obtained and tested our testbed in
section 5.1, the results regarding Throughput and Latency, together with the profiling are shown
in section 5.2. Then, there is a discussion both in terms of Reliability 5.3 and Validity 5.4 ending
with an overall general discussion in section 5.5

5.1 Testbed performances

In this section, the performance and behaviours of our testbed are reported. It goes through the
system bottleneck and explains why the CPU clock is limited, analyzing the maximum throughput
performance of the machines used and evaluates the latency.

5.1.1 System bottleneck

As we previously said in section 3.3.1 and 3.3.2, the system consists of two servers interconnected
with two 100 Gbps links. However, in order to test and validate the improvements and the per-
formance of our various configurations, it was necessary to define which were the performance of
the hardware and in which scenario the performances were limited by the Load Balancer software.
First of all, we investigated the CPU clock for server-2, where the LB software run. By running
the software with the ”standard” scheduler, at the maximum frequency, we noticed that Click is
able to process more traffic than the received one and, consequently, we would have not been able
to see the limitations (and improvements) of Click. The clock limitation could also be seen as an
emulation of a commercial, modern network device: a lot of them are based on multi-core ARM
architecture, which runs at a lower frequency (e.g. 1200MHz) but equipped with a large number of
cores. To select an adequate frequency, we ran a test where we changed the number of cores and
the clock frequency. The results of this test are reported in Figure 5.1.
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Figure 5.1: Throughput obtained with different number of cores and multiple frequencies configu-
ration

It is notable from the plot that for the higher frequencies our LB is not the bottleneck of the
system but rather the performances are limited from the underlying hardware. In particular, the
LB is not limiting the performance when more than 3 cores are used. The only way we have to
ensure that our LB is the actual bottleneck is to force the execution with the lowest frequency
available. Indeed, all the results reported from figure 5.2 have been obtained running test with a
CPU clock forced at 1200 MHz.

5.1.2 Simple Forwarder Performance

As soon as we understood the right frequency to run the application, our goal was to find the
physical limit of our testbed. To do this, we tested our system generating traffic at a rate greater
than 100 Gbps and, by using a simple DPDK forwarder implemented in click, we looked at the
throughput and latency of the system. The forwarder does not process the packets but simply
forwards them to the output, leaving them unchanged, so by not adding computational steps, we
can reasonably assume that the performance obtained with this configuration is the actual physical
limit of our test environment. Figure 5.2 shows the throughput and latency performances obtained
with the described configuration. As we can see the throughput limit is around 85 Gbps. Therefore,
we can infer that throughput performance in the 83-86 Gbps range is limited by the testbed, while
lower performances are due to the LB configuration.
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Figure 5.2: Throughput and Latency of the forwarder with different setups
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Figure 5.3: Throughput and RTT of the simple forwarder with different numbers of cores

5.1.3 Latency evaluation

Figure 5.2 shows that when the LB is no longer the bottleneck, the latency starts increasing,
showing a significant difference between the latency of port 0 and port 1. These measures indicate
the latency of the packets received on the expressed port. Namely, “latency port 0” describes the
latency of packets sent from port 1 and received on port 0. Similarly, “latency port 1”7 indicates
the packets sent from port 0 and collected on port 1. The most notable thing is that both latency
lines have the same trend, but one of them has a higher latency. The difference between the two is
constantly around 40 ps. To understand what this difference was due to, we performed the same
test by changing the ports, and it is possible to see that between the two graphs in Figure 5.2,
the port with higher latency has changed. A possible explanation that can justify this behavior is
that TRex is running on multiple cores of the same CPU, but the two NICs are mapped through
NUMA to different CPUs. This means that one NIC is exploiting NUMA while the other one does
not and, consequently, one link performs better than the other. The justification of this claim is
given by the fact that the difference between the two links is always constant, and it is similar to
the delay introduced by the non-use of NUMA. In order to avoid report for every graph the two
different latency, we calculate the RTT as the sum of the two latencies. Indeed, in the real world,
the single way latency is not a meaningful value: it is usually more important to observe the Round
Trip Time of the connections across the system. Thus, our choice of aggregating the two latencies
is appropriate and represent a more meaningful value than the one-way latency. The performance
of the forwarder in terms of throughput and RTT are reported in Figure 5.3.
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Figure 5.4: Throughput and RTT of the Stateless LB
5.2 Major results

In this section, the obtained results are reported. Every subsection is reporting the single result
of a specific LB configuration. The discussion about the comparison between different methods is
given in section 5.5.

5.2.1 Stateless LB performance

In this section, the throughput and latency performance results for the stateless LB are reported.

From the trends of throughput and latency reported in Figure 5.4 it is possible to observe how
the LB is the bottleneck of our system as long as less than six cores are used.

To better understand what is happening in the LB, some profiling measures are reported in
Figure 5.5.

It is easy to notice that in Figure 5.5a and 5.5b, the LB is the bottleneck since the CPU is
used mainly by computation functions as CheckIPHeader, click_in_cksum and ResetIPChecksum,
namely, functions of our interest. Figure 5.5¢ and 5.5d show that our LB is not anymore the
bottleneck because most of the time is spent in functions regarding the NIC to read new packets
(mlxb_rz_burts_vec and FromDPDKDevice). This is because Click is always using 100% of CPU
and if it has nothing to process it is in polling to receive new packet from the network interfaces.
Both the throughput/RTT graphs and the profiling results confirm that our LB stops being the
bottleneck of the system when it is executed with six cores—if the 1200 MHz clock is set, as
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Figure 5.6: Cumulative Distribution Function of the RTT for the Stateless LB

previously mentioned. The CDF of the RTT for the stateless configuration is given in Figure 5.6 .

As expected, performance increased when the LB used more cores. We reported as an extreme
the CDF with six cores, as the seven and eight cores plots where overlapping with it. When passing
from three to five cores, the improvement of tail latency is only 30 ps, while passing from five to
six cores we can see of a gap of 130 ns. We can justify this due to the fact that from five to six
cores the LB is no longer the bottleneck of the system. Thus, in such a situation, the hardware
platform introduces a constant delay for each packet, while with five cores or less, the packet delay
is influenced only by the LB software.

5.2.2 Stateful LB performance

Our main goal was to characterize and evaluate different stateful LB methods and implementations.
Since stateful LBs keep track of the flow to balance more efficiently the load, they require more
computation with respect to the stateless ones. This explains the lower performances of stateful
LBs.

The trend that can be seen in Figure 5.7 indicates a linear improvement in throughput based
on the number of used cores. However, it is not the expected behavior for this implementation. In
fact, with this configuration, the access to the flow table is not protected, therefore writing and
reading can be performed simultaneously, generating errors. Unfortunately, the TRex mode used
while performing these tests does not keep track of the flow states. Thus, TRex does not check if
all the packets of one flow are always received from the same server. A related problem that may
happen is related to the integrity of the table: if a thread accesses the flow table and writes in a cell
where another thread is reading the destination of a given flow, its reading will be incoherent. The
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Figure 5.7: Throughput and RTT of the stateful LB with different numbers of cores

latter will then set the wrong destination for the flow, sending the packet to the wrong server. This
packet, in a real scenario, should not be considered correct and consequently discarded. However,
TRex, by not keeping track of source and destination, considers the packet as “good” and counts
it as valid in the total measure of throughput. This is one of the limitations encountered during
the work and, in a future work, another approach could be taken for testing these issues.

The profiling measures reported in Figure 5.8 help to see that using eight cores the LB is no
longer the bottleneck of the system.

Lastly, Figure 5.9 is reporting the CDF of the RTT for the Stateful LB. It is clear that increasing
the number of cores lead to a reduction in the RTT.

5.2.3 Stateful LB using global locked flow table

To improve the performance of the LB, one possible way is to scale up multi-core. Stateful LB
uses the flow table to balance more efficiently the load, and the flow table can be considered as
a resource where the process can write and read. For this reason when we are in a multi-core
scenario we have to guarantee that the resource is safe, and in this case we managed it through a
simple spinLock. The main problem with this solution is that the flow table is locked every time
one process is reading or writing, and this implies that all the other processes have to wait for the
resource to become free. The effect of this problem can be seen from the performances plotted in
Figure 5.10 and also from the profiling in Figure 5.11.

From Figure 5.11a, it is clear that with only one core the LB does not have any concurrency
problem. Indeed, the functions that take up more CPU time are the ones for packet processing
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Figure 5.12: Cumulative Distribution Function of the RTT for the Spinlock LB

and lookup in the flow table. From figures 5.11b and 5.11d it is easy to notice that increasing the
number of cores involved an increase of CPU time spent in one particular function. The concurrency
problem is highlighted by FlowIPManagerSpinlock function, passing from 12% of CPU time with
two cores to 80% with eight cores. This explains the degradation of the performance in terms of
throughput and RT'T. In other words, the different threads spend more time waiting the acquisition
of the lock for the table than using it for the actual operations.

In Figure 5.12 the CDF of the RTT shows that with one up to three cores the best performances
are obtained from the RTT point of view. The degradation of the performances is so high that it
passes from having only 1% of the packet with a RTT higher than 430ps, to the scenario with eight
cores where less than 20% have a lower RT'T than 430ps.

5.2.4 Stateful LB using DPDK RTE HASH EXTRA _FLAGS

As already discussed in section 4.2.3, DPDK relies on a Cuckoo hash table. By setting specific
flags, it is possible to obtain thread-safe access to the Cuckoo hash table. Since we expected that
different combinations of flags could change the performance of the LB, we have tested different
setups. The results are here reported.

5.2.4.1 MULTI_WRITER_ADD

The flag MW allows multiple threads to write on the table simultaneously. Readers are not protected
from ongoing writes. This is basically the same behavior obtained with no flags, which is the
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Figure 5.13: Throughput and RTT of Stateful with MW flag
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Figure 5.14: Comparison between Stateful (Stf NF, no flag set) and Stateful with MW flag

“normal” Stateful LB. Figure 5.13 shows a stable behavior for the throughput and a very unstable
one for the RTT. Indeed, the error bar in the RTT trend shows high variance.

A comparison with the “normal” Stateful LB is reported in Figure 5.14, where it is clear that
the throughput performance between the methods is the same, while there is a huge difference for
what regards the RTT.

To better understand and give an explanation for the unstable RTT behavior, we reported the
profiling result using different number of cores. From the profiling we did not notice any strange
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behavior compared to the profiling of the StF NF, but we discovered that there is always an unstable
RTT trend if the MW is set, as can be seen in and also in Figure 5.18.

The results in Figure 5.14 and Figure 5.18 show that the throughput remains the same, while
using the MW flag the RTT is unstable even if on average it performs better than the configuration
without the MW flag. Therefore, we can state that the cause of the instability of the RTT is caused
by the MW flag utilization.

5.2.4.2 RW_CONCURRENCY

The flag RWC is responsible to guarantee safety in multi thread read and write operation. With this
flag set, we expect to have lower performances than the simple Stateful LB and the configuration
in section 5.2.4.1, since the access to the flow table will be secured. The performances are reported
in Figure 5.16 .

As expected, increasing the number of cores involved a degradation in the performances. Up
to four cores, the throughput performance is increasing, while the RTT is almost stable. With five
cores or more, the performance begins to degrade. With eight cores the throughput performance is
slightly worse and the RT'T has doubled concerning the four cores scenario. Thus, assigning more
than four cores, in this situation, does not improve the performances.

5.2.4.3 MULTI_WRITER_ADD and RW_CONCURRENCY

This is the combination of flags already implemented in the FlowIPManagerMP element on FastClick.
This configuration allow multiple simultaneous writers (MW) but the access to the table is thread-safe
thanks to the RWC flag. From now on, we refer to the FlowIPManagerMP as StF MW RWC.

Figure 5.17 shows that with this flags configuration the throughput is stable, but the variance
of the RTT is still high. An important comparison could be done between this configuration and
the one with only the RWC set. It is reported in Figure 5.18.

From Figure 5.18, we can derive that the throughput of StF MW RW(C' is comparable to the
throughput of StF RWC, whereas the RTT of the former is always below the RTT of the latter.
Thus, even if the StF MW RWC' is more unstable concerning the RT'T, it still performs better (or
at least equivalently) than StF' RWC. For this reason the StF MW RWC should be preferred to
the StF RWC.
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Figure 5.15: Profiling of Stateful LB with MW flag set
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5.2.4.4 RW_CONCURRENCY_LF
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—4— StF LF
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¢ StFLF
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The flag LF provides read and write concurrency without the need of a reader-writer lock. Authors
of DPDK advise setting this flag to improve scalability in performance for platforms that do not
support transactional memory, as our testbed. From Figure 5.19 the performances using the LF
flag seems good, and a comparison with the other methods is provided in section 5.2.4.6
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Figure 5.20: Comparison of Throughput and RTT of StF" MW LF and StF LF

5.2.4.5 MULTI_WRITER_ADD and RW_CONCURRENCY_LF

Here are reported the performances of a stateful configuration with both LF and MW set, called StF'
MW LF.

As already discussed in the section 5.2.4.1 the introduction of the MW flag involves a better
performances but unstable behavior for the RTT. The results can be observed in Figure 5.20,
where StF' MW LF performances are compared to StF' LF.

5.2.4.6 Comparison and consideration

We noticed from our experiments that changing the flags led to three main behaviors of perfor-
mances. Figure 5.21 can help to have a better overview and a comparison of the trends in terms
of throughput and RTT.

The worst performances are obtained when the flag for the transactional memory is set. The
StF MW RWC works better, but the best performances are obtained with the LF flag. This is
because it can guarantee thread safety without the use of a lock. The performances of the latter
method are identical to those of the stateful with zero flag that, however, does not guarantee thread
safety. Thus, from the results obtained we can affirm that in our system the combination of flags
LF and MW is the one that performs better.
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Figure 5.22: Throughput and RTT of the Per Core Duplication

5.2.5 Stateful LB using Per Core Duplication

The Per Core Duplication is a method that consists of having a number of flow tables equal to the
number of cores used. In this way we avoid the concurrency problem. Then, the performances are
higher with respect to SpinLock, as we expected. Figure 5.22 report the throughput and latency
trends for this configuration.

The profiling of the LB using the Per Core Duplication method does not show particular prob-
lems, as can be seen in Figure 5.23

Lastly, the CDF reported in Figure 5.24 shows clearly that — as expected — increasing the
number of used cores implicates better performance on the RTT.

5.3 Reliability Analysis

All the results that we got, both in terms of throughput and RTT, have been obtained through
TRex. During the test and the data analysis phase that we did, some strange RTT results have
been noticed. A deep investigation of TRex made us discover that the latency evaluation system
implemented is neither stable nor reliable enough. The most glaring example that justifies our
statement is the instability we obtained with the MW flag. We indeed modified TRex to get
some more information about latency, being able to plot the CDF for the RTT. In conclusion, the
reliability of our results is based on the validity of the process used by TRex to provide the data.
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Figure 5.23: Profiling of Stateful using Per Core Duplication method
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Figure 5.24: Cumulative Distribution Function of the RTT for the Per Core Duplication method
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5.4 Validity Analysis

To have the highest possible internal validity, we repeated the tests multiple times, trying to control
all the relevant background variables to create the same environment for every test. In particular,
we ran the tests with a fixed CPU clock and always injecting the same amount of traffic with the
same traffic profile on the network. All the results reported are the mean of five tests for each
configuration, and as it can be noticed from the error bars (almost always absent) the results are
stable. We can consequently claim that the results we obtained are valid. Regarding the results
obtained with the implementation of Cuckoo++, we cannot say that they are valid. We have too
few data available that only allowed us a general analysis. As already discussed in the section 4.2.6,
the results cannot be considered 100% reliable, and further investigation on this topic is needed in
future.

5.5 Discussion

In this section the results are discussed and the comparison between the different methods is given.
In Figure 5.25 is reported the throughput behavior of different Stateful LB methods and Stateless.
It shows that Stateless is the fastest method, since it has fewer operations to perform. However, as
already stated above, it’s not the optimal way to divide the load on the different servers.

On the other hand, Spinlock is the method that has the worst performances due to the CPU
contention. Since using more cores means a consequent increase of the CPU contention, with more
cores the Spinlock performance is even worse. Thus, it can not be used in a real scenario.

The behavior of the StF NF was not expected. Indeed, without safe access to the flow table,
we expected to see a crash of the application; instead, it showed better performance since there is
no CPU contention. However, due to the non thread-safety of this method, it cannot be used in a
real environment without a protection mechanism.

The StFF MW RCW achieved better performances when compared to the Spinlock, but it also
showed a similar pattern of performance degradation when increasing the number of cores.

The StF MW LF ensures thread safety with high throughput performance, comparable with
the StF NF implementation. The strength of the StF MW LF is RTT performance, which is on
average the best for stateful methods, and in some scenarios even better than Stateless. However,
the RTT is unstable, due to the use of the MW flag

Finally, the Per Core Duplication turned out to be the stateful method that guarantees the
highest throughput. The highest performances have been obtained because since each core has
its own table and so there is no shared resource. Thus, no contention is needed and concurrency
problems are avoided.
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o1

In conclusion, the Per Core Duplication and StF' MW LF methods are comparable and can
both be used in a real scenario. The choice between them relies on the different implementation:
if a global, unique, table is needed (for example, to take decisions that needs a global knowledge),
the StF MW LF method is the candidate. Otherwise, the Per Core Duplication is another reliable
solution but, since it does not share the flow table across the different threads, it may restrict the

number of parameters that a LB should consider when choosing the servers.
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To get another perspective on the results, Figure from 5.26 to 5.29 report the distribution of
throughput values and RTT through whiskers plot. Figure 5.26 reports the throughput and RTT
distribution using one core. It can be noticed that throughput and RTT performance of the stateful
methods on average are similar, while stateless performs better. When we start to scale up on an
environment with multi-core, as shown in figures 5.27, 5.28 and 5.29, we notice the difference in
performance between the various stateful methods. In particular, as already discussed, Spinlock
is the slowest and worst method when increasing the number of cores. It can also be noted from
Figure 5.29 that with eight cores StF NF, StF MW LF and Per Core Duplication reach the limit
of the testbed. The final consideration that we have from the figure 5.29 is that when the LB is no
longer the bottleneck of the system, the configuration StF MW LF guarantee an RTT performance
even better than the Stateless.

Figure 5.27 report the distribution executing the LB with three cores. In this scenario begin
to be marked differences between the various methods. The Per Core Duplication is the stateful
method that provides the best throughput. The interesting result is that the stateful with the StF
MW LF reach RTT performance on average even better than the Stateless, even if the variance of
StF MW LF is very high, while the Stateless is very stable. The Spinlock starts to be the worst
method both for throughput and RTT.

Figure 5.28 reports the results with six cores. The aspect that can be noticed immediately is
the degradation in the Spinlock performance. Regarding the Stateful methods, even in this case
the Per Core Duplication is the best for throughput, while StF MW LF reach the lowest RTT. A
notable thing is that in this case Stateless is overall the best method both in terms of throughput
and RTT.

Figure 5.29 shows the result obtained with eight cores. A plot for the RTT without the Spinlock
performances is also added to better understand the results for the other methods.
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5.6 Hardware classification and Cuckoo-+-+ results

In our work, we did not succeeded to obtain meaningful and valid results for two different im-
plementations: HW classification and Cuckoo++. In this section, it is possible to find a brief
explanation about the reasons behind this fact.

5.6.1 Hardware classification

Regarding HW based classification, we have not been able to obtain meaningful results due to
implementation problems. Although we tried two different approaches as described in section 4.2.5
and 4.2.5.1, only some flows were correctly recognized following the rules by the network card. This
led to performance in the order of Mbps, which are very far from those that we obtained with the
other stateful methods.

5.6.2 Cuckoo++

For what concerns Cuckoo++, the results obtained cannot be considered valid since few tests have
been performed and only in a single-core environment. This was due to the lack of time to carry
out more in-depth and detailed tests in a multi-core environment. The results obtained in a single-
core environment are comparable with those provided by the standard DPDK implementation ( 10
Gbps), but it should be considered that the code of Cuckoo++ has not been optimized yet. For
this reason, thanks also to the outcomes obtained by the authors in [24], we believe that Cuckoo++
can be a valid choice for the management of the hash table. Therefore, a future and more extensive
research could lead to interesting results.
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Conclusions and Future work

In this section we will expose the conclusions of our work, the limitations found, future work to be
done and finally the reflections.

6.1 Conclusions

Our work researched how different load balancing methods affect the throughput and latency of a
LB. We developed, tested and compared them, getting significant results and measures, being able
to understand which ones perform better and why.

When comparing the performances of stateless and stateful LB methods, the stateless one has
an overall better throughput and lower RTT as we could expect because it has fewer operations
to perform. However, our work focused more on stateful methods and not stateless LBs, as the
second ones do not keep the information of the flows.

As already discussed in section 5.5, the Spinlock method has the worst performance registered
with our tests, as the CPU contention is higher when more cores are used. As the CPU contention
increases, the RT'T grows significantly and the throughput decreases if we use more than 4 cores,
meaning that even though it provides a tread-safe environment it is not a convenient load balancing
method.

The Per Core Duplication method should be privileged if higher throughput is seeked. On the
other hand, the flags of DPDK’s flow tables MULTI_ WRITER_ADD + RW_CONCURRENCY_LF
have to be preferred if the system needs a lower latency. It shows a lower RTT than the other
stateful and stateless methods when the LB is not the bottleneck of the system.

The project was demanding, connecting many concepts and working with broad code-bases as
FastClick or DPDK is not easy. However, our group managed to implement the methods we were
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required to. We have unfortunately not been able to obtain conclusive results for Cuckoo++ and
HW classification, not being able to perform a general analysis. Nevertheless the results obtained
will be helpful to guide future work towards the improvement of LBs performance.

If we could do this project again we would certainly start the implementation of new methods
sooner. Understanding the code took time, we needed an iterative process to overcome the learning
errors. Starting earlier with the implementation would have helped to understand concepts of how
LBs work. We would also suggest to use another approach for testing as TRex may not be the best
tool to analyze LBs as we are going to explain in the limitations.

Overall, we found out that different load balancing methods can influence significantly on the
performance. Improving or changing the methods may have a positive impact on the LB, giving
more throughput and less latency to the system.

6.2 Limitations

Since we used TRex as traffic generator for our tests, we encountered different problems when doing
the measurements. The main issue is that our tests did not track the sources and destinations of
the packets, meaning that our results did not take into account if each source corresponds to each
destination. Another drawback of using TRex is the instability of the latency data. We changed
how TRex save the latency results to reduce the variance and get more consistency but, even after
these modifications, some results still have a lot of variance. We believe that these instability is
caused by the mechanism used by TRex to measure latency and, thus, a further investigation in
this area may be done.

Finally, when 8 cores are used, the stateful LBs with DPDK’s MULTI WRITER_ADD +
RW_CONCURRENCY_LF flags and the Per Core Duplication reach our testbed throughput limit.
Hitting this limit means that we have not been able to analyse different throughput behaviours
between these methods when running with 8 cores.

6.3 Future Work

6.3.1 Hardware classification implementation

While developing the hardware classification LB we encountered many problems, as a result we
have only been able to develop a LB that has a very low throughput (less than 1 Gbps) compared
to the other methods. This method should have been able to provide a higher throughput and
a lower latency than the other stateful methods. Regarding this point, it would be interesting to
investigate and develop this method in order to improve our results.
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6.3.2 TRex measurement mechanisms

After having analysed the latency data of our tests, we found a significant instability. After some
research and tests we changed how the latency data was saved to add precision, but it was not
enough as some measurements still have high latency variance.

Since TRex is also an open source project, a future work could be done in the implementation of
another latency measurement system both for stateful and stateless mode, with the aim of having
a better and reliable traffic generator.

6.3.3 Flow ageing implementation

During the evaluation of the performances in terms of throughput and latency, we noticed an
instability. In Figure 6.1 the throughput is reported, to show the trend over time.
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Figure 6.1: Throughput over time of the same test ran 3 times

We investigated this behavior through profiling and we reported the screenshot of the perf
command in Figure 6.2.

The conclusion that we got from the profiling is that at some point the flow table starts to be
full, and a lot of time is spent in operations such as std:: _Function handler that is responsible
to check for old flow in the flow table.

From our test and also from Figure 6.1 we noticed that this behavior always started approx-
imately after sixty seconds of execution, that is the timeout set by default for the TimerWheel.
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Samples: 68K of event 'cycles:ppp', Event count (approx.): 18774503154
Overhead Shared Object Symbol

9.83% click [.] click_in_cksum

9.08% click [.] rte_hash_lookup

8.19% click [.] ResetIPChecksum::simple_action
6.86% click [.] CheckIPHeader::simple_action_batch
5.72% click [.] mlx5_rx_burst_vec

(a) Profiling before the unstable part

Samples: 68K of event 'cycles:ppp', Event count (approx.): 18774063154
0 it Symb:

ol

15.25% click [.] std::_Function_handler<FlowControlBlock* (FlowControlBlock*), FlowIPManagerDuplic
7.67% click [.] click_in_cksum

6.35% click [.] ResetIPChecksum::simple_action

5.45% click [.] rte_hash_lookup

5.39% click [.] CheckIPHeader::simple_action_batch

(b) Profiling during the unstable part

Figure 6.2: Profiling of LB with Per Core Duplication

The aim of the timer wheel is to free the position in the flow table for the expired flows. After a
discussion with the author of the code, we discovered that it was a new components and that it has
not been tested and optimized yet. Future work could be done around this element, analysing the
performances and the behavior of various flow timeout techniques, to obtain more accurate data
about how a LB—based on FastClick—could work in a real environment.

6.4 Reflections

We aimed to help with the improvement of software LBs performance. By doing so we wanted to
guarantee that the requests sent to the applications are answered in the most efficient way and in
the shortest possible time. We also intended to support as many clients as possible, ensuring a
constant and high throughput. First because it would increase the overall experience of the clients,
secondly because it could build loyalty towards the websites or applications that the clients are
using.

Trying to improve the performance of software LBs is economic and sustainable. Compared
to their physical counterpart, where improvement can be done through deployment of numerous
physical LBs, the malleability and flexibility of the software can provide easier testing of the im-
plemented methods that are nearly ready-to-use. In this way the cost of buying multiple physical
devices would be saved and the carbon footprint would be lowered as well.

Concerning the ethical aspect, all the implementations of the methods are open source. This
means that anybody can contribute to the improvement of the project. All the results and scripts
used to run the tests are shared, easily allowing other people to replicate our experiments and
ensuring that no information has been hidden to the public.
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Glossary

5-tuple A tuple consisted by source and destination IPs, socket ports and protocol type that can
be used to identify a single flow passing through a network.

flow A stream of data that needs to be treated coherently.

profiling The analysis of the CPU usage by the different functions of a program.
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Acronyms

CDF Cumulative Distribution Function.

CPU Control Process Unit.

DB Database.

DPDK Intel. Data Plane Development Kit.
ICT Information and Communication Technology.
LB Load Balancer.

NIC Network Interface Controller.

NUMA Non-Uniform Memory Access.

RSS Receive Side Scaling.

RTT Round Trip Time.

StF LF Stateful LB with RW_CONCURRENCY _LF flag set.

StF MW Stateful LB with MULTI_WRITER_ADD flag set.

StF MW LF Stateful LB with RW_CONCURRENCY_LF and MULTI_WRITER_ADD flag set.
StF MW RWC Stateful LB with RW_CONCURRENCY and MULTI_WRITER_ADD flag set.
StF NF Stateful LB (No Flag).

StF RWC Stateful LB with RW_CONCURRENCY flag set.

TTL Time To Live.
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